Stacks

1. **Stack**

**Send Feedback**

A stack is a ?

1. FIFO(First In First Out)
2. LIFO(Last In Last Out) answer
3. Ordered Array
4. Linear Tree
5. **Use Recursion**

**Send Feedback**

Which data structure is used for implementing recursion?

1. Queue
2. Stack answer
3. Array
4. List
5. **Code : Stack Using LL**

**Send Feedback**

#### Implement a Stack Data Structure specifically to store integer data using a Singly Linked List.

#### The data members should be private.

#### You need to implement the following public functions :

##### 1. Constructor:

#### It initialises the data members as required.

##### 2. push(data) :

#### This function should take one argument of type integer. It pushes the element into the stack and returns nothing.

##### 3. pop() :

#### It pops the element from the top of the stack and in turn, returns the element being popped or deleted. In case the stack is empty, it returns -1.

##### 4. top :

#### It returns the element being kept at the top of the stack. In case the stack is empty, it returns -1.

##### 5. size() :

#### It returns the size of the stack at any given instance of time.

##### 6. isEmpty() :

#### It returns a boolean value indicating whether the stack is empty or not.

##### Operations Performed on the Stack:

Query-1(Denoted by an integer 1): Pushes an integer data to the stack.

Query-2(Denoted by an integer 2): Pops the data kept at the top of the stack and returns it to the caller.

Query-3(Denoted by an integer 3): Fetches and returns the data being kept at the top of the stack but doesn't remove it, unlike the pop function.

Query-4(Denoted by an integer 4): Returns the current size of the stack.

Query-5(Denoted by an integer 5): Returns a boolean value denoting whether the stack is empty or not.

##### Input Format:

The first line contains an integer 'q' which denotes the number of queries to be run against each operation in the stack.

Then the test cases follow.

Every 'q' lines represent an operation that needs to be performed.

For the push operation, the input line will contain two integers separated by a single space, representing the type of the operation in integer and the integer data being pushed into the stack.

For the rest of the operations on the stack, the input line will contain only one integer value, representing the query being performed on the stack.

##### Output Format:

For Query-1, you do not need to return anything.

For Query-2, prints the data being popped from the stack.

For Query-3, prints the data kept on the top of the stack.

For Query-4, prints the current size of the stack.

For Query-5, prints 'true' or 'false'(without quotes).

Output for every query will be printed in a separate line.

##### Note:

You are not required to print anything explicitly. It has already been taken care of. Just implement the function.

##### Constraints:

1 <= q <= 10^5

1 <= x <= 5

-2^31 <= data <= 2^31 - 1 and data != -1

Where 'q' is the total number of queries being performed on the stack, 'x' is the range for every query and data represents the integer pushed into the stack.

Time Limit: 1 second

##### Sample Input 1:

6

1 13

1 47

4

5

2

3

##### Sample Output 1:

2

false

47

13

##### Sample Input 2:

4

5

2

1 10

5

##### Sample Output 2:

true

-1

false

##### Explanation of Sample Input 2:

There are 4 queries in total.

The first one is Query-5: It tells whether the stack is empty or not. Since the stack is empty at this point, the output is 'true'.

The second one is Query-2: It pops the data from the stack. Since at this point in time, no data exist in the stack hence, it prints -1.

The third one is Query-1: It pushes the specified data 10 into the stack and since the function doesn't return anything, nothing is printed.

The fourth one is Query-5: It tells whether the stack is empty at this point or not. Since the stack has one element and hence it is not empty, false is printed.

1. **Stack Implementation**

**Send Feedback**

Which of the following operation take worst case i.e. linear time (O(n)) in the array implementation of stack?

1. Push
2. Pop
3. isEmpty
4. None answer
5. **Balanced Paranthesis**

**Send Feedback**

#### For a given a string expression containing only round brackets or parentheses, check if they are balanced or not. Brackets are said to be balanced if the bracket which opens last, closes first.

##### Example:

Expression: (()())

Since all the opening brackets have their corresponding closing brackets, we say it is balanced and hence the output will be, 'true'.

#### You need to return a boolean value indicating whether the expression is balanced or not.

##### Note:

The input expression will not contain spaces in between.

##### Input Format:

The first and the only line of input contains a string expression without any spaces in between.

##### Output Format:

The only line of output prints 'true' or 'false'.

##### Note:

You don't have to print anything explicitly. It has been taken care of. Just implement the function.

##### Constraints:

1 <= N <= 10^7

Where N is the length of the expression.

Time Limit: 1sec

##### Sample Input 1 :

(()()())

##### Sample Output 1 :

true

##### Sample Input 2 :

()()(()

##### Sample Output 2 :

false

##### Explanation to Sample Input 2:

The initial two pairs of brackets are balanced. But when you see, the opening bracket at the fourth index doesn't have its corresponding closing bracket which makes it imbalanced and in turn, making the whole expression imbalanced. Hence the output prints 'false'.

1. **Reverse Stack**

**Send Feedback**

#### You have been given two stacks that can store integers as the data. Out of the two given stacks, one is populated and the other one is empty. You are required to write a function that reverses the populated stack using the one which is empty.

##### For Example:

![Alt txt](data:image/png;base64,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)

##### Input Format :

The first line of input contains an integer N, denoting the total number of elements in the stack.

The second line of input contains N integers separated by a single space, representing the order in which the elements are pushed into the stack.

##### Output Format:

The only line of output prints the order in which the stack elements are popped, all of them separated by a single space.

##### Note:

You are not required to print the expected output explicitly, it has already been taken care of. Just make the changes in the input stack itself.

##### Constraints:

1 <= N <= 10^3

-2^31 <= data <= 2^31 - 1

Time Limit: 1sec

##### Sample Input 1:

6

1 2 3 4 5 10

##### Note:

Here, 10 is at the top of the stack.

##### Sample Output 1:

1 2 3 4 5 10

##### Note:

Here, 1 is at the top of the stack.

##### Sample Input 2:

5

2 8 15 1 10

##### Sample Output 2:

2 8 15 1 10

Assignment

1. **Check redundant brackets**

**Send Feedback**

#### For a given expression in the form of a string, find if there exist any redundant brackets or not. It is given that the expression contains only rounded brackets or parenthesis and the input expression will always be balanced.

#### A pair of the bracket is said to be redundant when a sub-expression is surrounded by unnecessary or needless brackets.

##### Example:

Expression: (a+b)+c

Since there are no needless brackets, hence, the output must be 'false'.

Expression: ((a+b))

The expression can be reduced to (a+b). Hence the expression has redundant brackets and the output will be 'true'.

##### Note:

You will not get a partial score for this problem. You will get marks only if all the test cases are passed.

##### Input Format :

The first and the only line of input contains a string expression, without any spaces in between.

##### Output Format :

The first and the only line of output will print either 'true' or 'false'(without the quotes) denoting whether the input expression contains redundant brackets or not.

##### Note:

You are not required to print the expected result. It has already been taken care of.

##### Constraints:

0 <= N <= 10^6

Where N is the length of the expression.

Time Limit: 1 second

##### Sample Input 1:

a+(b)+c

##### Sample Output 1:

true

##### Explanation:

The expression can be reduced to a+b+c. Hence, the brackets are redundant.

##### Sample Input 2:

(a+b)

##### Sample Output 2:

false

1. **Stock Span**

**Send Feedback**

#### Afzal has been working with an organization called 'Money Traders' for the past few years. The organization is into the money trading business. His manager assigned him a task. For a given array/list of stock's prices for N days, find the stock's span for each day.

#### The span of the stock's price today is defined as the maximum number of consecutive days(starting from today and going backwards) for which the price of the stock was less than today's price.

#### For example, if the price of a stock over a period of 7 days are [100, 80, 60, 70, 60, 75, 85], then the stock spans will be [1, 1, 1, 2, 1, 4, 6].

##### Explanation:

On the sixth day when the price of the stock was 75, the span came out to be 4, because the last 4 prices(including the current price of 75) were less than the current or the sixth day's price.

Similarly, we can deduce the remaining results.

#### Afzal has to return an array/list of spans corresponding to each day's stock's price. Help him to achieve the task.

##### Input Format:

The first line of input contains an integer N, denoting the total number of days.

The second line of input contains the stock prices of each day. A single space will separate them.

##### Output Format:

The only line of output will print the span for each day's stock price. A single space will separate them.

##### Note:

You are not required to print the expected output explicitly. It has already been taken care of.

##### Constraints:

0 <= N <= 10^7

1 <= X <= 10^9

Where X denotes the stock's price for a day.

Time Limit: 1 second

##### Sample Input 1:

4

10 10 10 10

##### Sample Output 1:

1 1 1 1

##### Sample Input 2:

8

60 70 80 100 90 75 80 120

##### Sample Output 2:

1 2 3 4 1 1 2 8

1. **Minimum bracket Reversal**

**Send Feedback**

#### For a given expression in the form of a string, find the minimum number of brackets that can be reversed in order to make the expression balanced. The expression will only contain curly brackets.

#### If the expression can't be balanced, return -1.

##### Example:

Expression: {{{{

If we reverse the second and the fourth opening brackets, the whole expression will get balanced. Since we have to reverse two brackets to make the expression balanced, the expected output will be 2.

Expression: {{{

In this example, even if we reverse the last opening bracket, we would be left with the first opening bracket and hence will not be able to make the expression balanced and the output will be -1.

##### Input Format :

The first and the only line of input contains a string expression, without any spaces in between.

##### Output Format :

The only line of output will print the number of reversals required to balance the whole expression. Prints -1, otherwise.

##### Note:

You don't have to print anything. It has already been taken care of.

##### Constraints:

0 <= N <= 10^6

Where N is the length of the expression.

Time Limit: 1sec

##### Sample Input 1:

{{{

##### Sample Output 1:

-1

##### Sample Input 2:

{{{{}}

##### Sample Output 2:

1